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Introduction
We have implemented the following Rational Agent Features:
1. DLP - Dynamic Logic Programming
2. PDLP – DLP with preferences
3. MDLP - Multi-Dimensional DLP 
4. LUPS - Language for Dynamic Updates
5. EVOLP – Evolving Logic Programs 
6. Prolog based standard XML tools
Some of these are further detailed below. All can be followed up on via their respective hyperlink.

DLP is a semantics for updates of LPs by LP rules. It guarantees that most recent rules are set in force, and previous rules valid by inertia insofar as possible, i.e. are kept for as long as they do not conflict with more recent ones. Originally, in DLP default negation is treated as in the stable models semantics of generalized programs. Now it is also defined for the WFS.
EVOLP is a Logic Programming language for: specifying evolution of knowledge bases; allowing dynamic updates of specifications; capable of dealing with external events; dealing with sequences of sets of EVOLP rules.These rules are generalized LP rules (i.e. possibly with nots in heads) plus the special predicate assert/1, that can appear both in heads or bodies of rules. The argument of assert/1 can be a full-blown EVOLP rule. The meaning of a sequence of update rules is given by sequences of models. Each sequence determines a possible evolution of the KB. Each model determines what is true after a number of evolution steps (i.e. a state) in the sequence:
· A first model in a sequence is built by “computing” the semantics of the first EVOLP program, where assert/1 is as any other predicate.  

· If assert(Rule) is true at some state, then the KB must be updated with Rule.

· This updating of the KB, and the “computation” of the next model in the sequence, is done as in DLP.

An example application concerns a personal assistant agent for email management able to: Perform basic actions of sending, receiving, deleting messages; Storing and moving messages between folders; Filtering spam messages; Sending automatic replies and forwarding; Notifying the user of special situations.
All of this dependent on user specified criteria, and where the specification may change dynamically
.
We can integrate within the same logic programming framework incomplete, uncertain and paraconsistent reasoning forms. Furthermore, our semantics are able to detect the dependencies on contradiction
. Existing embeddings of other formalisms into our fremework are: Ordinary Horn clauses; Generalized Annotated Logic Programs; Fuzzy Logic Programs; Probabilistic Deductive Databases; Weighted Logic Programs and Statistical Defaults; Hybrid Probabilistic Logic Programs; Possibilistic Logic Programs; Quantitative Rules; Multi-adjoint Logic Programming; Rough Sets.
Our XML tools:

· Non-validating XML parser with support for XML Namespaces, XML Base, complying with the recommendations of XML Info Sets. Reads US-ASCII, UTF-8, UTF-16, and ISO-8859-1 encodings. 

· Converter of XML to Prolog terms. 

· RuleML compiler for the Hornlog fragment, extended with default and explicit negation. 

· Query evaluation procedures for Paraconsistent Well-founded Semantics with Explicit Negation.

These and the tools mentioned below, enable our group with possibilities regarding Semantic Web Applications of Logic Programming. This is being pursued in the wider context of the REWERSE NoE submitted to the FP6 (under evaluation but with good chances of approval, and having already passed the first hurdle). Our Logic Programming and the Semantic Web tools:
· RuleML standards.
· Implementation of Prolog based standard XML tools, namely a fully functional RuleML compiler for the Horn fragment with two types of negation (default and explicit).

· Evolution and updating of knowledge bases. The existing implementations are being integrated with RuleML.

· Semantics of logic programming. Supporting uncertain, incomplete, and paraconsistent reasoning (based on Well-founded Semantics and Answer Sets).

· Development of advanced Prolog compilers (GNU-Prolog and XSB).

· Development of distributed tabled query procedures for RuleML.

· Constraint Logic Programming.
The W4 project: Well-founded semantics for the WWW

The W4 project aims at developing Standard Prolog inter-operable tools for supporting distributed, secure, and integrated reasoning activities in the Semantic Web. The project goals are:
· Development of Prolog technology for XML, RDF, and RuleML. 

· Development of a General Semantic framework for RuleML including default and explicit negation, supporting uncertain, incomplete, and paraconsistent reasoning. 

· Development of distributed query evaluation procedures for RuleML, based on tabulation, according to the previous semantics. 

· Development of Dynamic Semantics for evolution/update of Rule ML knowledge bases. 

· Integration of different semantics in Rule ML (namely, Well-founded Semantics, Answer Sets, Fuzzy Logic Programming, Annotated Logic Programming, and Probabilistic Logic Programming). 
Why have we chosen the Well-founded Semantics with tabling? Because:
· THE adopted semantics for definite, acyclic and (locally) stratified logic programs. 

· Defined for every normal logic program, i.e. with default negation in the bodies. 

· Polynomial data complexity. 

· Efficient existing implementations, namely the SLG-WAM engine implemented in XSB. 

· Good structural properties. 

· It has an undefined truth-value... 

· Many extensions exist over WFS, capturing paraconsistent, incomplete and uncertain reasoning. 

· Update semantics via Dynamic Logic Programs.
· It can be readily "combined" with DBMSs, Prolog, and Stable Models engines.
· The existence of an undefined logical value is fundamental. While waiting for the answers to a remote goal invokation it can be assumed that its truth-value is undefined, and proceed the computation locally. Loops through default negation are dealt with in XSB, via goal suspension and resume operations.

· Tabling IS the right, successful, and available implementation technique to ensure better termination properties and polynomial complexity. Tabling is also a good way to address distributed query evaluation of definite and normal logic programs. 
The major guidelines of the project are:

· Tractability of the underlying reasoning machinery.

· Build upon well-understood existing technology and theory, and widely accepted core semantics.

· General enough to accommodate and integrate several major reasoning forms.

· Should extend definite logic programming (Horn clauses). Desirable integration with (logic) functional languages.
· Most of the reasoning should be local (not very deep dependencies among goals at different locations).
· Fully distributed architecture, resorting to accepted standards, recommendations and protocols. Indeed, we have implemented and defined a general and “open” architecture for distributed tabled query-evaluation of definite logic programs. It has a low message complexity overhead. The architecture assumes two types of main components: table storage clients and prover clients. It addresses the issue of table completion by resorting to known termination detection distributed algorithms.  It can immediately be extended to handle stratified negation.
The construction of prototypical systems depends on the definition of: Syntactic extensions (apparently, not very difficult); Goal invokation method (Namespaces, XLinks, SOAP, etc.) ; Selection of distributed query evaluation algorithms and corresponding protocols; Formatting of answers and substitutions (should be XML documents); Integration with ontologies. Further applications, testing, and evaluation is required for the construction of practical systems.
Conclusion

In our opinion, Well-founded semantics should be a major player in RuleML, properly integrated with Stable Models. A full-blown theory is available for important extensions of standard WFS/SMs, addressing many of the open issues of the Semantic Web. Most extensions resort to polynomial program transformations, namely those for evolution and update of knowledge bases. Can handle uncertainty, incompleteness, and paraconsistency. Efficient implementation technology exists, and important progress has been made in distributed query evaluation. An open, fully distributed, architecture is being proposed.
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